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Introduction

This textbook has been written to provide the knowledge, understanding and 
practical skills required by those studying the AS Level content (Topics 1–11) 
of the Cambridge International AS & A Level Information Technology syllabus 
(9626) for examination from 2025. Students studying the full A Level will also 
need to become familiar with the A Level content (Topics 12–21), covered in 
Hodder Education’s Cambridge International A Level Information Technology.

How	to	use	this	book
This textbook, endorsed by Cambridge International Education, has been 
designed to make your study of Information Technology as successful and 
rewarding as possible.

Organisation
The book comprises 11 chapters, the titles of which correspond exactly with the 
topics in the syllabus. Each chapter is broken down into sections, which largely 
reflect the subtopics in the syllabus.

Features
Each chapter contains a number of features designed to help you effectively 
navigate the syllabus content.

At the start of each chapter, there is a blue box that provides a summary of the 
content to be covered in that topic.

In this chapter you will learn:
★	 about	the	sensors	and	calibration	used	in	monitoring	technologies
★	 about	the	uses	of	monitoring	technologies
★	 about	the	sensors	and	actuators	used	in	control	technologies
★	 how	to	write	an	algorithm	and	draw	a	flowchart.

There is also a box that lists the knowledge you should have before beginning to 
study the chapter.

Before starting this chapter you should:
★	 be	familiar	with	the	terms	‘observation’,	‘interviews’,	‘questionnaires’,	

‘central	processing	unit	(CPU)’,	‘chip	and	PIN’,	‘direct	access’,	
‘encryption’,	‘file’,	‘key	field’,	‘RFID’,	‘sort’,	‘validation’	and	
‘verification’.

Chapters that require you to do practical work also feature a list of  
source files that you will need to use. These can be found here:  
www.hoddereducation.com/cambridgeextras.

For this chapter you will need these source files:
n	 TuckShop.csv n	 Widget.csv
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n The practical chapters contain Tasks. The text demonstrates the techniques used 
to carry out the tasks. It provides easy-to-follow step-by-step instructions, so 
that practical skills are developed alongside the knowledge and understanding. 
Tasks often include the use of source files that you can download from  
www.hoddereducation.com/cambridgeextras.

Task 8e
Open	and	examine	the	file	Stock.csv.	Split	this	so	that	both	types	of	stock	can	be	
viewed	together.	Save	the	spreadsheet	as	Task_8e.

Each chapter also includes Activities to allow you to check your understanding 
of the concepts covered and practise the skills demonstrated in the Tasks. In the 
practical chapters, these often require the use of source files from the website. 

Activity 1a
Explain	the	difference	between	data	and	information.

Advice and shortcuts for improving your ICT skills are highlighted in Advice boxes.

Advice
A	common	error	made	by	people	writing	algorithms	with	nested	loops	is	
not	matching	up	the	number	of	WHILE	statements	with	the	same	number	of	
ENDWHILEs.	The	same	error	can	happen	with	REPEATs	and	UNTILs.	You	must	
always	check	this	and	make	sure	they	are	correctly	indented.

Finally, each chapter ends with practice questions. These practice questions and 
their sample answers, as well as the activities throughout the book have been 
written by the authors. 

Answers to the practice questions and activities and the source files needed 
for the Student’s Book can be downloaded from www.hoddereducation.com/
cambridgeextras.

Practice questions

1	 A	collection	of	data	could	be	this:	johan,	,	$,	,	AND
	 Explain	why	they	are	regarded	as	just	items	of	data.	In	your	explanation		

give	a	possible	context	for	each	item	of	data	and	describe	how	the	items		
would	then	become	information.	 [5]

2	 A	company	uses	computers	to	process	its	payroll,	which	involves	updating		
a	master	file.
a	 State	what	processes	must	happen	before	the	updating	can	begin.	 [2]
b	 Describe	how	a	master	file	is	updated	using	a	transaction	file	in	a		

payroll	system.	You	may	assume	that	the	only	transaction	being	carried		
out	is	the	calculation	of	the	weekly	pay	before	tax	and	other	deductions.	 [6]

3 a	 Name	and	describe	three	validation	checks	other	than	a	presence		
check.	 [3]

b	 Explain	why	a	presence	check	is	not	necessary	for	all	fields.	 [3]

4	 A	space	agency	controls	rockets	to	be	sent	to	the	moon.
	 Describe	how	real-time	processing	would	be	used	by	the	agency.	 [3]

5	 Describe	three	different	methods	used	to	carry	out	verification.	 [3]
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Text	colours
Some words or phrases within the text are printed in red. Definitions of these 
terms can be found in the glossary at the back of the book. In the practical 
section, words that appear in blue indicate an action or location found within 
the software package, for example ‘Select the Home tab.’ In the database 
sections of the book, words in orange show fieldnames. Words in green show 
the functions or formulas entered into the cell of a spreadsheet, for example a 
cell may contain the function =SUM(B2:B12).

Assessment
The information in this section is taken from the Cambridge International 
Education syllabus. You should always refer to the appropriate syllabus document 
for the year of examination to confirm the details and for more information. The 
syllabus document is available on the Cambridge International Education website 
at www.cambridgeinternational.org. 

If you are following the AS Level part of the course, you will take two 
examination papers: Paper 1 Theory (1 hour 45 minutes); Paper 2 Practical  
(2 hours 30 minutes).

Command	words
The table below, taken from the syllabus, includes command words used in the 
assessment for this syllabus. The use of the command word will relate to the 
subject context. Make sure you are familiar with these.

Command word What it means
Analyse Examine in detail to show meaning, identify elements and the 

relationship between them

Assess Make an informed judgement

Compare Identify/comment on similarities and/or differences 

Contrast Identify/comment on differences 

Define Give precise meaning

Describe State the points of a topic/give characteristics and main features 

Discuss Write about issue(s) or topic(s) in depth in a structured way 

Evaluate Judge or calculate the quality, importance, amount or value of something

Explain Set out purposes or reasons/make the relationships between things 
clear/say why and/or how and support with relevant evidence 

Identify Name/select/recognise 

Justify Support a case with evidence/argument 

State Express in clear terms 

Suggest Apply knowledge and understanding to situations where there is a range 
of valid responses in order to make proposals/put forward considerations
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n Notes	for	teachers
Key	concepts
These are the essential ideas that help learners to develop a deep 
understanding of the subject and to make links between the different topics. 
Although teachers are likely to have these in mind at all times when they are 
teaching the syllabus, the following icons are included in the textbook at points 
where the key concepts relate to the text (note that not all of these key concepts 
are relevant to the AS Level course and some will only feature in the A Level 
book).

Hardware and software 
Hardware and software interact with each other in an IT system. It is 
important to understand how these work and how they work together with 
each other and with us in our environment.

Networks
Computer systems can be connected together to form networks allowing 
them to share data and resources. The central role networks play in the 
internet, mobile and wireless applications and cloud computing has rapidly 
increased the demand for network capacity and performance.

The internet
The internet is a global communications network. It uses standardised 
communications protocols to allow computers worldwide to connect and 
share information in many different forms. The impact of the internet on our 
lives is profound. While the services the internet supports can provide huge 
benefits to society they have also introduced issues, for example security 
of data.

System life cycle
Information systems are developed within a planned cycle of stages. They 
cover the initial development of the system and continue through to its 
scheduled updating or redevelopment.

New technologies
As the information industry changes so rapidly, it is important to keep track 
of new and emerging technologies and consider how they might affect 
everyday life.

Additional	support
The Cambridge International AS Level Information Technology Skills 
Workbook is a write-in resource designed to be used throughout the course. 
It provides students with extra opportunities to test their understanding of 
the knowledge and skills required by the syllabus.
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 4 Algorithms and flowcharts

4.1 Algorithms
Before we look at how to write or edit an algorithm, let us consider what is 
meant by an algorithm. In computer science, information technology and 
mathematics, an algorithm is a set of instructions sequenced to solve a problem 
or to represent a calculation. Some would say that an algorithm is basically a data 
or program flowchart without the boxes. It is actually a list of precise steps. 
The order in which these steps are carried out is always crucial to the way an 
algorithm works. We start at the first line of the algorithm and work downwards 
to the final instruction. When an algorithm is created to produce information, 
data is input, processed, then the result is output. An algorithm must be carefully 
designed. It must be written in a way that caters for all possible scenarios. Any 
steps that rely on decisions being made must be dealt with in sequence and 
the conditions must be clear and unambiguous. Depending on the way the 
algorithm is written, not all instructions are carried out for a particular scenario, 
but they still have to be written in a way that allows for all possible scenarios.

Algorithms can be written in many different ways, including everyday natural 
language, pseudocode, flowcharts or programming languages. Natural 
language can sometimes lead to instructions which are open to interpretation 
and so tends not to be used in very complex algorithms. Pseudocode and 
flowcharts are structured ways of writing algorithms and we will concentrate on 
these approaches. Programming languages are primarily intended for converting 
algorithms to a form that can be understood and executed by a computer.

When solving problems in this chapter, the algorithms will be written in 
pseudocode. Pseudocode is independent of any programming language. Once 
the pseudocode is written and checked to make sure that it solves the problem, 

In this chapter you will learn how to:
★	 write	a	basic	algorithm	that	demonstrates	a	

decision-making	process
★	 use	conditional	branching	within	an	

algorithm
★	 use	loops	within	an	algorithm
★	 use	nested	loops	within	an	algorithm
★	 include	procedures/subroutines	within	an	

algorithm
★	 edit	a	given	algorithm

★	 write	an	algorithm	to	solve	a	given	problem
★	 edit	a	given	flowchart
★	 draw	a	basic	program	flowchart	that	

demonstrates	a	decision-making	process
★	 draw	a	program	flowchart	to	solve	a	given	

problem
★	 identify	errors	in	an	algorithm	or	program	

flowchart	for	a	given	scenario.

Before starting this chapter you should understand the:
★	 comparison	operators	>,	<,	=
★	 arithmetic	operators	+,	-,	*,	/
★	 order	of	arithmetical	operations	in	an	equation.
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4
it would be fairly straightforward to translate it into any programming language 
we were familiar with.

Any algorithm consists of statements which have linear progression, that is the 
result of one statement is used in the statements that follow. It may also contain 
conditional branching, such as IF…THEN…ELSE or CASE…ENDCASE, 
which results in a decision being made between two or more courses of actions. 
It will probably also involve the use of loops such as WHILE…ENDWHILE 
or REPEAT…UNTIL. A loop is a sequence of statements that are repeated a 
number of times.

Here are some key actions that are performed and the common terms used 
in pseudocode:

» inputting data: INPUT or READ
» outputting data: WRITE or PRINT
» calculation: +, -, *, /
» comparison: >, <, =, <>
» setting values: ←

Do not worry if you have not met some of these before as we will be going into 
much greater detail when we begin to write our own algorithms.

4.1.1	Writing	an	algorithm
By the end of this chapter, you will be able to write a basic algorithm that 
demonstrates a decision-making process. In order for you to be able to do this 
you will need to become familiar with a number of pseudocode terms. One of 
the most basic units of an algorithm is a variable. It is best to think of a variable 
as an area of the computer’s memory that stores one item of data, such as a 
number. The algorithm designer is able to choose the names of the variables, 
making writing an algorithm easier, and also it is possible to write an algorithm 
where we can change the values each time we work the algorithm. Assigning 
a value to a variable name can be done using an arrow symbol, ←. The variable 
name is to the left of the sign and the value is to the right, for example:

X ← 42

means we want to store the number 42 in X.

We can also assign calculations and other types of processing this way,  
for example:

Z ← W + X + Y

This assigns the result of adding the contents of W, X and Y together and stores 
the result of this calculation in Z.

Input and output
Consider your use of calculators. When you want to do a calculation such as  
42 × 36, three things have to happen. First of all, you have to type in the numbers, 
then the calculator’s internal computer calculates the answer and finally it outputs 
the answer on the screen. The last two occur so quickly that you probably do not 
realise that the calculation occurs before the answer appears on the screen.
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4
If we were writing an algorithm to describe this calculation it would simply be:

INPUT X, Y  //  input two numbers, one is X, the other is Y

Z ← X*Y    //  multiply the two numbers and call the answer Z

PRINT Z   // output the answer Z

It is written like this so that X and Y represent any two numbers.

We can think of Z as somewhere we store the result of X multiplied by Y.

The last line causes the answer (Z) to be output.

Notice we have used // to make comments. This just helps us to see what is 
going on but is not part of an instruction to be carried out.

If we use 42 and 36 as our numbers, Z would be 42*36, which is 1512.

We could use any letters or words instead of X, Y and Z.

We could have written:

INPUT firstnumber, secondnumber

answer ← firstnumber*secondnumber

PRINT answer

This is an example of how writing an algorithm can be made simpler just by 
using variable names that make sense and result in the algorithm being easier 
to follow. Always try to use variable names which give a clue to what they 
are storing.

The last statement could also be written as:

PRINT "The answer is", answer

This would result, using our calculation, in the following output:

The answer is 1512

Conditional branching
This is sometimes referred to as selection. Conditional branching means that 
certain statements are carried out depending on the value stored within a 
particular variable name. There are generally considered to be two types, which 
are IF…THEN…ELSE and CASE…ENDCASE.

IF…THEN…ELSE
From now on, whenever you see words within angle brackets, this is just an 
explanation of what you will be typing in and not the exact words themselves, 
for example <statement> would mean that a statement must go here, such as:

A ← B+C
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Sometimes, IF statements do not have an ELSE part, such as in this sequence 
of instructions:

IF <condition>

 THEN

 <statement or list of statements to be carried out>

ENDIF

An example of this type is:

INPUT number1, number2

X ← number1/number2

 IF number2 > number1

  THEN

   X ← number2/number1

 ENDIF

PRINT X

Here, two numbers are input and the first number is divided by the second 
number, with the result being stored in X. The IF condition checks to see if 
the second number is bigger than the first. If it is, then the second number 
is divided by the first number and that result is stored in X, overwriting the 
previous result. If it is not, then X remains unchanged. The value in X is 
then output.

It is important to note that IF statements are slightly indented. It does not 
matter how much the indentation is, as long as you are consistent and use the 
same amount of indentation for each IF. 

THEN statements are further indented and again, you just need to be 
consistent. The statement after THEN is further indented. ENDIF must always 
be in line with the IF statement. Any statements that come after ENDIF are 
not indented.

IF statements with an ELSE clause are written as follows:

IF <condition>

 THEN

   <statement or list of statements to be carried out>

 ELSE

   <alternative statement or list of alternative statements to be 
carried out>

ENDIF
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4
Using our example above, a better way of writing the algorithm would be:

INPUT number1, number2
 IF number2 > number1
  THEN
   X ← number2/number1
  ELSE
   X ← number1/number2
 ENDIF
PRINT X

Here, as before, the value of X is the bigger of the two numbers divided by the 
smaller number.

The algorithm inputs two numbers. It checks to see if the second number is 
bigger than the first and if it is then it divides the second number by the first 
number, storing the answer in X. If it is not bigger (ELSE) it divides the first 
number by the second number, storing the answer in X.

Again, it is important to note the indents and the fact that ELSE is immediately in line 
with THEN. The statement below THEN is in line with the statement below ELSE.

Sometimes it is necessary to have what are called nested IF statements. This is an 
IF condition within another IF. You will have met these when using spreadsheet 
software during your practical lessons.

Let us consider an exam system where if a student gains 75 or more marks they are 
awarded a distinction; if they get between 60 and 74 marks they are awarded a merit; 
between 40 and 59 marks the student is awarded a pass; otherwise they fail the course.

This is the type of problem which requires nested IF statements to solve it. One 
solution is as follows:

1 INPUT mark

2  IF mark <75 

3   THEN

4    IF mark <60

5     THEN

6      IF mark <40

7       THEN

8        PRINT "Sorry you have failed"

9       ELSE

10        PRINT "You have passed"

11      ENDIF  

12     ELSE

13      PRINT "Well done. You have been awarded a merit"

14    ENDIF

15   ELSE

16    PRINT "Congratulations you have been awarded a distinction"

17  ENDIF
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Each line of pseudocode is numbered. This does not normally tend to be the 
case but it has been done here to make the explanation of this algorithm easier 
to follow.

Consider marks of 34, 45, 62 and 78. We will work through the algorithm for 
each mark.

With an IF statement we follow the THEN part when the IF statement is true 
but we only follow the ELSE part if the IF statement is false.

For the first mark of 34:

Statement 1 will store 34 in the variable name ‘mark’.

Statement 2 is true so we go on to statements 3 and 4.

Statement 4 is true so we go on to statements 5 and 6.

Statement 6 is also true so we move on to statements 7 and 8, which cause the 
message ‘Sorry you have failed’ to be printed out.

We can go on to statement 11 as we can ignore statements 9 and 10 which are 
only followed if statement 6 was false.

Statement 11 is just there to tell us that statement 6 is now closed.

We can ignore statements 12 and 13 which would only be followed if statement 
4 were false.

Statement 14 tells us we have reached the end of the IF in statement 4.

Again, we can ignore statements 15 and 16 as statement 2 is not false, which 
brings us to statement 17, which shows us that we have reached the end of the 
whole sequence of the nested IF.

Briefly then, for the mark of 45, statements 2 and 4 are true, so we reach 
statement 6 which is false. As a result, we jump to the ELSE statement 9 and 
reach statement 10 which causes the message ‘You have passed’ to be printed 
out. We then ignore all the remaining ELSE statements.

For the mark of 62, statement 2 is true but statement 4 is false, so we jump to 
the corresponding ELSE statement to the line 5 THEN statement, which is  
line 12. That causes us to go on to line 13, which causes the message ‘Well 
done. You have been awarded a merit’ to be printed out.

For the mark of 78, line 2 is false so we jump straight to the corresponding 
ELSE statement in line 15 which leads to line 16 being printed out 
‘Congratulations you have been awarded a distinction’ and then we reach  
line 17.

Always make sure that the number of ENDIFs matches the number of IFs and 
that they are indented to match. Always make sure the ELSEs are in line with 
the THENs.

CASE…ENDCASE
With this type of condition, depending on the value input, the algorithm carries 
out one of a number of statements. The condition can be phrased differently 
but we shall use CASE <identifier> OF, though some would use CASE OF 
<identifier>. Whichever you choose to use, just be consistent.

The value input is usually a number which then determines which statement will 
be carried out.
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4
CASE <identifier> OF

 <value 1> : <statement or list of statements>

 <value 2> : <statement or list of statements>

 OTHERWISE : <statement or list of statements>

ENDCASE

Depending on the value entered, either one statement or several statements can 
be carried out. For example:

INPUT grade

CASE grade OF

 'distinction': X ← 75

  Y ← 100

 'merit': X ← 60

  Y ← 74

 'pass': X ← 40

  Y ← 59

 'fail': X ← 0

  Y ← 39

ENDCASE

PRINT "Your mark must have been between ",X, " and ",Y

This algorithm allows you to type in your grade as a word. The values of 
X and Y are set accordingly depending on the word you type in. The range 
of marks that your mark must have been within is then printed out after 
the phrase ‘Your mark must have been between’. Note the comma after the 
quotation marks. Commas are used to separate variable names from the 
words that are printed out.

For example, if ‘distinction’ is typed in, then X is set to 75 and Y is set to 100 
and the algorithm jumps immediately to ENDCASE and then prints out the 
message: ‘Your mark must have been between 75 and 100’.

Notice neither the quotes nor the commas are printed out.

If the word ‘merit’ had been typed in then the first case (‘distinction’) is ignored 
and the second case is carried out, then it jumps to ENDCASE and prints out 
the appropriate message. With ‘pass’, it goes straight to the third case then 
ENDCASE before printing the message, and with ‘fail’, it goes to the fourth 
case then ENDCASE and prints out the message.

It is quite common for CASE…ENDCASE to have numbers input and the 
appropriately numbered CASE statement to be carried out. Here is an example 
which includes an OTHERWISE statement.
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INPUT number

CASE number OF

  1 : PRINT "This is the number 1"

  2 : PRINT "This is the number 2"

   OTHERWISE: PRINT "You have entered an unacceptable number"

ENDCASE

The OTHERWISE case must always be the last case statement.

There are a number of variations of the CASE…ENDCASE statement but 
you will need to be consistent with your use of any variation to the method 
given above.

Activity 4a
1 Write an algorithm using IF…THEN which will input a number, then print out 

the number multiplied by 8 if it is less than 3, multiplied by 4 if it is between 3 
and 5, and multiplied by 2 if it is any other number.

2 Write an algorithm using CASE…ENDCASE which will input a number, 
then print out the number divided by 2 if it is less than 6, divided by 5 if it is 
between 6 and 10, and divided by 10 if it is any other number.

Loops
When referring to the writing of computer programs or algorithms, a loop is 
a sequence of repeated statements that are carried out a number of times. This 
number may be just one or it can be a very large number, depending on the 
problem which needs solving. There are three ways a loop operates. 

» One way is to use a count-controlled loop. The first statement in the loop 
specifies the size of the loop (how many times the subsequent statements are 
to be carried out). The final statement in the loop is just a marker so that the 
first statement is then returned to. The statements in the loop are repeatedly 
carried out until the number of times the statements within the loop are to 
be carried out (as shown in the first statement) has been met. 

» Another way is sometimes referred to as a pre-condition loop, meaning 
the conditional statement is checked before (pre) any of the sequence of 
statements is followed. This is when a condition is checked to see if it is met 
and if it is, the sequence of statements is carried out. When the last statement 
is reached, the conditional statement is returned to. The condition is checked 
again and the whole process is repeated. Once the condition has not been 
met, it jumps to the last statement and exits the loop. 

» The third type of loop is sometimes referred to as a post-condition loop. 
As its name suggests, the conditional statement is only checked after the 
sequence has been carried out for the first time. If the condition is not met, 
then the first statement is returned to. This is repeated until the condition 
is met, in which case the next statement after the close of the loop is carried 
out. The loops which will be described here are the WHILE…ENDWHILE 
loop (a pre-condition loop) and the REPEAT…UNTIL loop (a post-
condition loop).

Before describing the different types of loop, the concept of counting within 
an algorithm has to be considered. If a loop is to be repeated a certain number 
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4
of times, it is usual to set up a counter. This usually involves the initialising of a 
variable (setting it to 0). The variable name used is often just ‘count’. It is quite 
common for the first statement in any algorithm to be:

count ← 0

This count is then incremented (increased by 1) every time a sequence of 
statements is carried out.

count ← count + 1

The loop can then be set up to be executed an exact number of times. This is 
done by basing the conditional statement on whether the count has reached the 
number of times we want the loop to be carried out.

Although, as we shall see, it is possible to have WHILE…ENDWHILE and 
REPEAT…UNTIL loops which use counts, these loops can be controlled using 
other means. The condition that has to be met doesn’t necessarily have to involve a 
count. The FOR…NEXT loop on the other hand is purely a count-controlled loop.

FOR…NEXT
The FOR…NEXT loop looks like this

FOR <identifier> ← <lowvalue> TO <highvalue>

 <a statement or a list of statements to be carried out>

NEXT <identifier>

The identifier, lowvalue and highvalue must all be integers.

If lowvalue = highvalue then the statements are carried out once only. If 
lowvalue is greater than highvalue then the statements are not carried out. The 
NEXT instruction adds one to the count and goes back to the FOR statement.

When highvalue is greater than lowvalue (which is normally the case), the value 
of the identifier is set to that of the lowvalue and the statement or statements are 
carried out. The identifier’s value then increases by one (it increments) and then 
the statements are carried out again. This process is repeated until the value of 
the identifier is the same as highvalue and the statement(s) are carried out for 
the final time.

An example of a FOR…NEXT algorithm would be.

INPUT number

FOR count ← 1 TO number

 PRINT count, “x 8 = “, count  * 8

NEXT count

This algorithm takes as input the number of times the loop is to be carried out – 
‘number’. As long as the value of ‘number’ is a whole number greater than 0 it 
carries out the PRINT statement. To begin with, providing the number which 
has been input is a whole number greater than one, the identifier ‘count’ is set 
to 1 and the NEXT statement increases it by 1. When the count is equal to the 
value of ‘number’ the statement is carried out one more time before leaving the 
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loop except, of course, if the number input is 1. This algorithm is printing out 
the multiplication table for 8, often called the 8 times table, up to the number 
that is input. If the number input was 5 it would calculate 1*8, 2*8, 3*8, 4*8 
and finally 5*8 before exiting the loop.

FOR…NEXT…STEP
It is possible to write a counting algorithm where the count does not increase by 
one every time but another number. 

This looks like:

FOR <identifier> ← <lowvalue> TO <highvalue> STEP <incremental value>

 <a statement or a list of statements to be carried out>

NEXT <identifier>

The incremental value must be an integer such as 2, 3, 4, etc. The identifier will 
be given the values from lowvalue in successive increments of incremental value 
until it reaches highvalue. If identifier becomes greater than the highvalue, the 
loop stops without carrying out any more statements. For example, FOR count 
← 1 TO 12 STEP 3 would result in count taking the values 1, 4, 7, 10, 13 on 
successive runs of the algorithm but when it got to count being 13 it would stop 
without carrying out the statements. 

The incremental value can be negative. For example,

INPUT number

FOR count ← number TO 1 STEP -1

PRINT count, “x 8 = “, count  * 8

NEXT count

If we input the number as 5, this would produce the 8 times table but written 
backwards. It would calculate 5*8, 4*8, 3*8, 2*8 and finally 1*8 before exiting 
the loop.

WHILE…ENDWHILE
The WHILE…ENDWHILE loop looks like this:

WHILE <condition>

 <a statement or a list of statements to be carried out>

ENDWHILE

Some variations of this loop have the word ‘DO’ after the condition:

WHILE <condition> DO

We will not be using this in this book.

While the condition is met, the statements between the WHILE and 
ENDWHILE statements will be carried out. As soon as the conditional 
statement stops being true, the loop ends.
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4
An example of a WHILE…ENDWHILE algorithm using a counter would be:

count ← 0

INPUT number

WHILE count < number

 count ← count + 1

 PRINT count, "x 10 = ", count*10

ENDWHILE

This algorithm takes as input the number of times the loop is to be 
executed – ‘number’. It checks whether the count is less than this number 
before proceeding with the sequence of statements to be carried out. The 
first statement increments the counter so that it goes up by one before the 
calculation is performed. This algorithm is printing out the multiplication table 
for 10, often called the 10 times table, up to the number that is input. If the 
number input was 6 it would calculate 1*10, 2*10, 3*10, 4*10, 5*10 and finally 
6*10 before exiting.

REPEAT…UNTIL
Unlike the WHILE…ENDWHILE loop, which tests the condition at the start 
of the loop, the REPEAT…UNTIL loop checks the condition at the end of the 
loop. It is similar to a WHILE…ENDWHILE loop, except that a REPEAT…
UNTIL loop is executed at least once.

The REPEAT…UNTIL loop looks like this:

REPEAT

 <a statement or a list of statements to be carried out>

UNTIL <condition>

The statements between the REPEAT and UNTIL are carried out and from 
then on, for as long as the UNTIL condition is not met, they will be repeated. 
After the first time, they will only be carried out while the conditional 
statement is false. As soon as the condition becomes true, the loop ends.

We can convert the example above which uses the WHILE…ENDWHILE loop 
into the following:

count ← 0

INPUT number

REPEAT

 count ← count + 1

 PRINT count, "x 10 = ", count*10

UNTIL count = number
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The only difference is that if you did not want anything printed out, you could 
type in 0 for the number. With the WHILE…ENDWHILE loop it would print 
nothing out. With the REPEAT…UNTIL loop it would print out:

1 x 10 = 10

despite the fact we might not want it to. This is a big disadvantage of the 
REPEAT…UNTIL loop, but as long as you want the loop to be executed at 
least once, it works well.

You may use another technique for finishing a loop. You can come out of a loop 
by inputting a rogue value (i.e. a value that is out of the ordinary). For example, 
supposing you needed to write an algorithm which added up a set of numbers. 
If all the numbers to be added consisted of numbers less than 100 you could 
end the loop by inputting a rogue value such as 999 as follows.

Total ← 0

number ← 0

WHILE number <> 999 

total ← total + number

INPUT number

ENDWHILE

PRINT total

When the WHILE condition is met for the first time the value of number is 
0, so the statements within the loop are executed. It will only terminate when 
number is 999. It will carry on increasing the total by adding the number that is 
input each time. As soon as 999 is input the loop stops and the total is output. 
The equivalent REPEAT…UNTIL algorithm would be:

Total ← 0

number ← 0

REPEAT

total ← total + number

INPUT number

UNTIL number = 999

PRINT total

Notice that in order to avoid adding 999 to the total, the input occurs after 
the total has been increased. The total has to be increased by the value of the 
number even when the number is equal to 0, which it is on the first pass. 
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Nested	loops
A nested loop, as its name suggests, is a loop within a loop. Let us start 
with an example. We have already seen an algorithm which can output a 
multiplication table. Now we will look at an algorithm which will output 
several multiplication tables.

count1 ← 0

INPUT number1   //  this is the number of multiplication tables  
printed out

INPUT number2   //  this is the number we want to go up to in 
each table

WHILE count1 < number2

 count1 ← count1 + 1 //  count1 is incremented so we do not  
get 0 × 0

 count2 ← 0

 WHILE count2 < number1

  count2 ← count2 + 1 // count2 is incremented so we do not get 1 × 0
  PRINT count1, "x ", count2, "= ", count1*count2

 ENDWHILE

ENDWHILE

The variable number1 is the number of multiplication tables we want and 
number2 is how far we want the table to go up to. For example, if 6 is input for 
number1, then the 1, 2, 3, 4, 5 and 6 multiplication tables will be printed out, 
and if 12 is input for number2 each table will go up to 12×.

Notice that both count1 and count2 are incremented immediately after the loop 
starts to prevent the algorithm from printing out 0×1 or 1×0. The WHILE… 
statement only checks whether the condition is met before the loop is allowed 
to start. When count2 gets to 6, it will have already printed out 1×6 and the 
count1 loop will increment then count2 will be set back to 0. This is repeated 
until count1 is 12 and count2 is 6.

The final output would be:

1 × 1 = 1 1 × 2 = 2 1 × 3 = 3 1 × 4 = 4 1 × 5 = 5 1 × 6 = 6

2 × 1 = 2 2 × 2 = 4 2 × 3 = 6 2 × 4 = 8 2 × 5 = 10 2 × 6 = 12

3 × 1 = 3 3 × 2 = 6 3 × 3 = 9 3 × 4 = 12 3 × 5 = 15 3 × 6 = 18

4 × 1 = 4 4 × 2 = 8 4 × 3 = 12 4 × 4 = 16 4 × 5 = 20 4 × 6 = 24

5 × 1 = 5 5 × 2 = 10 5 × 3 = 15 5 × 4 = 20 5 × 5 = 25 5 × 6 = 30

6 × 1 = 6 6 × 2 = 12 6 × 3 = 18 6 × 4 = 24 6 × 5 = 30 6 × 6 = 36

7 × 1 = 7 7 × 2 = 14 7 × 3 = 21 7 × 4 = 28 7 × 5 = 35 7 × 6 = 42

8 × 1 = 8 8 × 2 = 16 8 × 3 = 24 8 × 4 = 32 8 × 5 = 40 8 × 6 = 48

9 × 1 = 9 9 × 2 = 18 9 × 3 = 27 9 × 4 = 36 9 × 5 = 45 9 × 6 = 54

10 × 1 = 10 10 × 2 = 20 10 × 3 = 30 10 × 4 = 40 10 × 5 = 50 10 × 6 = 60

11 × 1 = 11 11 × 2 = 22 11 × 3 = 33 11 × 4 = 44 11 × 5 = 55 11 × 6 = 66

12 × 1 = 12 12 × 2 = 24 12 × 3 = 36 12 × 4 = 48 12 × 5 = 60 12 × 6 = 72

The same output would be produced using the following nested REPEAT…
UNTIL loop:
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count1 ← 0

INPUT number1

INPUT number2

REPEAT

 count1 ← count1 + 1

 count2 ← 0

 REPEAT

  count2 ← count2 + 1

  PRINT count1, "x ", count2, "= ", count1*count2

 UNTIL count2 = number1

UNTIL count1 = number2

The equivalent nested FOR…NEXT loop could be:

INPUT number1, number2

FOR count1 ← 1 TO number1

 FOR count2 ← 1 TO number2

  PRINT count1, “x”, count2, “ = “, count1*count2

 NEXT count2

NEXT count1

Advice
Common errors
An error sometimes made by people writing algorithms with nested loops is 
not matching up the number of WHILE statements with the same number of 
ENDWHILEs. The same error can happen with REPEATs and UNTILs. You must 
always check this and make sure they are correctly indented.

An IF statement checks if something is true and if it is, it carries out a matching 
statement. As we have seen above, if it is not true, the algorithm will either 
carry on or have an alternative statement to carry out which requires an ELSE 
statement. Sometimes, people forget to include a matching ELSE statement.

Procedures/subroutines
When writing algorithms, it is often good practice to use subroutines, which 
are sometimes called procedures, although technically a procedure is a subset of 
subroutines. A subroutine is a sequence of algorithm statements that perform a 
specific task. This subroutine can then be used in other algorithms as and when 
needed.

The subroutines or procedures follow the following pattern:

PROCEDURE <value>

 <a statement or list of statements>

ENDPROCEDURE
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Let us consider a house builder who needs to know the area of the top part 
of a brick wall underneath the roof. He or she wants to calculate the number 
of bricks to be used. Such a house is shown in the figure below, with the area 
which needs to be calculated indicated as a red triangle. The other areas which 
would need to be calculated are rectangle shapes. An algorithm can be written 
to work out these areas and this could then be used to calculate the number of 
bricks needed. This could all be done by using simple subroutines.

The subroutines or procedures could be simply written as:

PROCEDURE triangle(width, height)

 area ← width*height*0.5

 PRINT area

ENDPROCEDURE

PROCEDURE rectangle(length, width)

 area ← length*width

 PRINT area

ENDPROCEDURE

The main algorithm could be:

INPUT width, height     //  type in the height and width of  
the triangle

CALL triangle (width, height)   // this would print out the area
INPUT number      // type in the number of walls

count ← 0

WHILE count < number

 INPUT length, height

 count ← count + 1

 CALL rectangle (length, height) //  this would print out the area of 
each wall

ENDWHILE
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Notice that although we used length and width as the variable names when we set 
up the rectangle procedure, we can use different variable names when we ‘CALL’ it. 
As long as we ‘pass’ two numbers to the procedure, it will perform the calculation.

Once the procedure or subroutine is set up, it can be called as many times as 
we want.

File handling
There are a number of file-handling functions used in pseudocode, but they are 
really outside the scope of this book. However, you will need to demonstrate 
an understanding of how file handling works, without necessarily knowing the 
technical terms. Let us consider the very basic algorithm that was constructed in 
Chapter 1.

1 First record in the transaction file is read

2 First record in the old master file is read

3 REPEAT

4 IDs are compared

5  IF IDs do not match, old master file record is written to new master 
file

6  IF IDs match transaction is carried out

7    IF transaction is D or C, old master file record is not written 
to new master file

8    IF transaction is C, data in transaction file is written to new 
master file

9   IF IDs match, next record from transaction file is read

10 Next record from master file is read

11 UNTIL end of old master file

12   Data in transaction file record is written to new master file

13   Any remaining records of the transaction file are written to the 
master file

You should now be able to convert it into a properly structured algorithm such 
as this (notice we are using command words for the file input – READ and 
output – WRITE):
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READ first record from the transaction file
READ first record from the old master file
REPEAT
 IF ID of old master file record <> ID of transaction file record
  THEN
   WRITE old master file record to new master file
  ELSE
   IF transaction = C
    THEN
      WRITE data in transaction file record to new master file
   ENDIF
   READ next record from transaction file
 ENDIF
 READ next record from master file
UNTIL end of old master file
WRITE data in transaction file record to new master file
WRITE any remaining transaction file records to the master file

4.2 Flowcharts
There is another way of writing an algorithm and that is by using a program 
flowchart. A program flowchart is a diagrammatic way of representing an algorithm 
used to produce the solution to a problem. A flowchart consists of symbols, 
connected to each other by arrows which indicate the path to be followed when 
working through the flowchart. Each different shape symbol represents a different 
stage in the process. From now on when we mention the word flowchart we are 
referring to program flowchart. This is not the same as a system flowchart, which 
you will meet in the A2 text book. Below is a list of the more common symbols.
▼	Table 4.1	Common	flowchart	symbols

Input/output This shape symbol represents input or output. It is equivalent 
to either the INPUT or PRINT statement.

Decision This is a decision box and is equivalent to the IF statement but 
is also used in loops.

Terminator 
(Start/Stop)

This is the symbol used to show where the flowchart begins 
and also where it ends. It is also used at the start and end of 
a subroutine.

Process box This symbol represents any calculation or assigning of 
variables, usually contains the ← symbol.

Subroutine This is the symbol used to call a subroutine from the main 
flowchart. It is equivalent to CALL.

Flow line This is the symbol that shows which direction you should follow 
when working through the flowchart.

Connector
A

Sometimes a flowchart can extend over many pages. This 
symbol indicates the continuation of the flowchart.
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Sometimes flowcharts are so complex that they occupy more than one page. To 
illustrate this, let us imagine that the central heating system flowchart shown in 
Chapter 3 has been extended. Here it is, labelled.

Start

Stop

Is
system switched

on?

Is
temperature <

pre-set?

INPUT
temperature

Yes

Yes

No

No

Send signal
to open valves

Send signal to
close valves

Send signal to
switch pump off

Send signal to
switch pump on

These are connector symbols

These are
terminator symbols

These are
decision
boxes

These are
output boxes

This is an
input box

A B C

▲	Figure 4.1 Labelled	flowchart	from	Chapter	3

It is possible that this flowchart might have continued on to another page. The 
connector symbols have been added to the ends of the flow lines to show how 
they would be positioned, if this were the case. Connector symbols A, B and 
C would be drawn at the top of the next page with the appropriate flow lines 
flowing down to the next symbol(s) if the flowchart continued.

To illustrate how to draw a flowchart, let us consider the earlier algorithms:

PROCEDURE triangle(width, height)

 area ← width*height*0.5

 PRINT area

ENDPROCEDURE

Triangle (width, height)

area ← width*height*0.5

PRINT area

Return

This becomes:
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INPUT width, height   //  type in the height and width of the  
triangle

CALL triangle (width, height) //  this would print out the area

INPUT number    //  type in the number of walls

count ← 0

WHILE count <number

 INPUT length, height

 count ← count + 1

 CALL rectangle (length, height)

ENDWHILE

This becomes:

Start

INPUT
width,
height 

CALL triangle
(width, height)

Stop

Count < number ?

INPUT
length,
height

Yes

No

INPUT
number

Count ← 0

BA

Rectangle (length, width)

area ← length*width

PRINT area

Return

PROCEDURE rectangle(length, width)

 area ← length*width

 PRINT area

ENDPROCEDURE

This becomes:
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CALL rectangle
(length, height)

Count ← 
count + 1

BA

Notice the use of connector symbols because the flowchart goes over two pages.

As well as being able to increase the value of a counter, it is possible to add up a 
set of numbers in the same way, using:

total ← total + number

but you need to initialise the total as you would initialise a count. The flowchart 
to add up five numbers would look like this.

Start

Stop

Count < 5 ?

INPUT
number

Yes

No

Count ← 0
Total ← 0

PRINT total

Count ← count + 1
Total ← total + number

Common errors people make when drawing flowcharts and writing  
algorithms are:

» failing to initialise a count (leaving out count ← 0)
» failing to initialise a running total (leaving out total ← 0)
» getting the greater than (>) confused with the less than (<) symbol
» In flowcharts, having the yes and no the wrong way around.

Activity 4b
1 Look back at the section on greenhouses in Chapter 3. Refine the algorithms provided for temperature, 

moisture and light control to make them more efficient. Consider what should happen if the device is 
already switched off or switched on. Include extra statements to replace where the original algorithm has 
phrases like ‘or leave on’ and ‘or leave off’. 
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The sequence of statements needed for this will be similar to the following:

WHILE system switched on

INPUT value

IF value < pre-set

 THEN 

 IF device off

THEN

send signal to device to switch on

 ENDIF 

 ELSE

 IF device on

THEN

send signal to device to switch off

 ENDIF

 ENDIF

ENDWHILE

You will need to change the word ‘device’ to the name of the device being used. You will need to change 
‘value’ to the physical variable being measured. Draw program flowcharts for each algorithm so that each 
is a subroutine with an appropriate name. You can assume the system is switched on.

2 Draw a simple program flowchart which would check if the system was on and would then call the 
three subroutines.

3 Here is a program flowchart to output the sum of eight numbers. Identify the errors in it and suggest 
improvements (the yes and no flow lines are positioned correctly).

Start

Stop

Count > 8 ?

INPUT
number

Yes

No

Count ← 0

Count ← count + 1
Sum ← sum + number
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Practice questions

1 Write an algorithm using WHILE…ENDWHILE conditions, which would input  
10 exam marks and if the mark was greater than 40 the output would be  
‘You have passed’. If it was not, then the output would be ‘You have not 
reached the pass mark’. [6]

2 Write an algorithm using a REPEAT…UNTIL loop which would input 
five numbers and would output the largest number. [4]

3 Draw a flowchart which will allow the average of six numbers to 
be calculated. [6]

4 A student wants to output the 10 multiplication (times) table up to a certain 
number, which will be input at the start of the algorithm. The student wishes 
to make sure that an invalid number is not input.
Identify the errors in this algorithm and suggest improvements. [5]

count ← 0

WHILE count = 0

INPUT number

IF number < 1

 THEN

PRINT "number is invalid"

ENDWHILE

WHILE count < number

 PRINT count, "x 10 = ", count*10

ENDWHILE

5 This flowchart inputs an examination  
mark and then outputs an appropriate  
message. If the mark is 80 or more, the  
message is distinction; if it is 60 or  
more, it is a merit; if it is 40 or more,  
it is a pass; otherwise, it is a fail. 
Identify the errors in this flowchart and 
suggest how it might be edited  
to produce the required output. [2]

Start

Stop

Mark < = 80 ?

Mark < = 60 ?

Yes

No

Yes

No

Yes

No
Mark < = 40 ?

INPUT
mark

PRINT
"Pass"

PRINT
"Fail"

PRINT
"Merit"

PRINT
"Distinction"
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